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Abstract—Because of the increasing complexity of systems on
chips, our ability to test their proper functioning is decreasing.
Since safety standards, such as ISO-26262 [1], propose very
time-consuming metrics to ensure the safety of the users, new
techniques to achieve high fault coverage are making their way
to speed up this process. In this article, we take a look at the
connectivity metrics proposed last year by Francesco Angione et
al [2]. We will discuss software that we have developed in order
to expose to the user in a more readable and intuitive way the
data produced by the analysis carried out through the previously
presented methodology. We will take functional tests on a chip
developed by STMicroelectronics from the SP58 family as a case
study and show what information can be exposed to the end-user
and what value each of these can provide.

Index Terms—Burn-in test, functional test, heuristics, EDA,
Automotive.

I. INTRODUCTION

The need to manage increasingly complex systems leads
to the creation of chips consisting of an increasing number
of components. As a result, meeting security standards is
becoming an increasingly time-consuming and, consequently,
more expensive process than ever before. Although several
companies have adopted functional approaches to testing their
devices [3], [4], the approach requires significant effort, both
in writing code and in simulation time. In an effort to alleviate
the simulation time of functional methods Francesco Angione
et al. [2] have proposed a new metric, called connectivity,
that allows the programmer to quickly assess program quality
by reducing the need for repeated fault simulations. In this
paper, we will discuss methods for exposing to the end user as
much of the data produced during connectivity computation as
possible in order to make this tool as immediate and intuitive
as possible.

In section II we will explain the original connectivity
metrics to show its uses. In section III we will shortly explain
how our program works and what metrics we are able to
extract. In section IV we will examine every exposed value
and we will discuss how it can be used to obtain the best
results. In section V we will propose improvements to our
current program and which other values can still be computed
and shown to the user.

Thanks to (in alphabetical order): Francesco Angione, Paolo Bernardi,
Andrea Calabrese, Stefano Quer, and the STMicroelectronics’ team.

II. BACKGROUND

Functional testing is a methodology that has seen ample use
in testing, since it can be used both during manufacturing and
after the deployment of the device to check its operation over
time. The idea behind this method is fairly simple: it implies
running a program and checking whether its outputs match the
expected ones, usually defined by the designers or obtained
running the same code on a golden device, an already tested
device of which we assume correct functioning. Functional
tests are usually hand-written or generated by automatic tools,
like microGP [5]. In either case, the standard to check their
ability to cover any given defect is fault coverage. Fault
coverage, although an extremely powerful metric, is very
time consuming to compute and, as such, any help to reduce
the requirement for repeated fault coverage is a welcome
improvement.

During the 2022 International Test Conference [2], the
connectivity metric was proposed to address this problem.
This methodology is not suitable to completely replace fault
coverage, but it proposes a fast and efficient method to grade
the quality of a test program before the need to compute
any fault coverage. The connectivity metric takes in account
the flow of each instruction of the program during a sample
execution. It grades each instruction depending on whether or
not its outputs are propagated to the end of the program or are
overwritten by another instruction. Although this information
was propagated back to the trace of the execution, the ordered
list of executed instructions, its outputs were hard to read and
slowed down any attempt to fix the original program with this
information.

III. PROPOSED APPROACH

The original connectivity measure was written on top of
the execution trace. The execution trace is a file containing
every information pertaining a sample execution of a given
program. It contains the address of the instruction inside
the compiled code and the instruction itself. Exploiting the
information provided during the compilation step we are able
to propagate the output further. Thanks to the address of any
given instruction we can then use the ELF (Executable and
Linkable Format) file of the compiled program to understand
from which source file has been originated, thanks to the
information stored by the linker. We then parsed the source file
to extract every function and macro declared to then be able to



TABLE I

SIMPLIFIED SAMPLE OUTPUT PROGRAM.
Line  Instruction Connectivity ~ Shadowing
1 1i r0, 0x0000 100% 0
2 cmp r0, 0x0001 100% 0
3 beq jump 0% 0
4 li rO Ox1111 NaN 0
5 jump:
6 li r1, Oxaaaa 0% 0
7 INCREASE 10
8 /I MACRO: INCREASE 1D in file utils.s
9 addi &rD, 1 100% 0
10 /I END MACRO
11 addi rl, r0, Oxbbbb 100% 1
12 add 2, r1, 10 100% 0
13 li 10, 0x7777 100% 0

reference them and move freely through the source code. To
better follow the execution order of the instructions we opted
to "unroll” macros in the original code, which means that we
wrote out the content of the macro alongside the code where it
was used to better demonstrate its effects on the surrounding
code.

Let’s show a sample output to better explain how the results
will look.

In this section we will introduce only the information that
this program is able to show alongside the source code, we
will leave the explanation in detail of the usefulness of this
information to the next section and indicate how it can be
exploited in order to speed up the process of improving a
program.

Table I shows a simplified code fragment. Instead of a
sequence of executed instructions, the code is formatted in
the same way that the programmer used. As previously stated,
each macro is unrolled within the code to mirror the behavior
of the compiled code.

We can distinguish 3 columns:

1) The first contains the instruction as written by the
programmer himself, so that it can be easily traced back
to the original code.

2) The second contains a percentage between 0 and 100,
or NaN. An instruction can contain intermediate values
only if it writes more than one register or if it is traversed
more than once during execution. The instruction will be
marked with a NaN if it was never executed during the
execution under consideration.

3) The third column contains an integer indicating how
many disconnected instructions have been overwritten
by the current one. It should be noted that a single
instruction could be disconnected due to more than one
other instruction.

Not shown in the table, we have an additional piece of
information that we can add to the code. Next to each
instruction we can indicate its instruction pointer (IP) and,
separately, the instruction pointer of each other instruction that
contributes to the loss of connectivity of the current one.

IV. EXPERIMENTAL RESULTS

We wrote all of our code in C++ and we tested it on func-
tional tests written for the SPC58 automotive autocontroller
provided by STMicroelectronics.

In this section we will discuss how to exploit each of
the information that the previous step overlaid alongside the
source code.

Let us start with the original metric, connectivity. This
metric, although simple, has a rather important function. In
particular, this shows us which instructions do not contribute
to the final state of our execution. In fact, taking the table
from earlier, we can see that whatever value the R1 register
possessed after line 6, the final result would not be varied since
it is overwritten at line 11. This allows us to develop the code
in two directions, either we remove instruction 1 reducing the
code size and execution time, or, we could modify the code
so that that instruction contributes to the final state of the
program.

The third column in the above table, on the other hand,
shows us a value representing the number of instructions we
could make connected by modifying the current instruction.
This, especially in very long code, allows the programmer to
understand how best to modify their code while minimizing
the number of changes they need to make to their work.

The last feature we propose is to associate each institution
with its own instruction pointer and report the IPs of which
other institutions are going to override the result of the
current one. This gives us an immediate understanding of
the relationship between the current instruction and those to
follow. By showing us where in the code the overwriting
occurred, we can then easily follow the execution flow that
led us to this loss of information and tweak it in a timely
manner so as to correct the behavior of a specific instruction.

V. CONCLUSIONS

The tool that we propose improves the feedback to the
programmer, allowing for faster corrections without the need
to cross-reference the execution trace and the original code to
understand where the instructions are overwriting the output of
one another. Although the current method is only applicable to
assembly code, we are working in order to extend the current
results to any program by expoiting tools like Ghidra to trace
single assembly instructions to the original code.
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