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Abstract—Estimating the number of people in a given area, denoted as “people counting” process, plays a vital role in crisis management and disaster response, enabling effective monitoring of crowd dynamics and facilitating effective decision-making. In this work, we focus on WiFi fingerprint technique which exploits the MAC address of the mobile devices as proxy for people counting. Due to the European GDPR regulation and the strict actions undertaken by the major smart-devices vendors to enhance users’ privacy (e.g., MAC randomization), most of the techniques investigated in the past must be redesigned and rethought. Here, we propose an ad-hoc WiFi traffic generator, tailored to emulate a realistic behaviour of the WiFi cards and to provide the ground truth for the counting algorithms. Furthermore, we propose a technique for crowd monitoring that leverages Bloom filters to guarantee a formal “deniability” property, which preserves users’ privacy. Our solution is also compatible with trajectory-based crowd monitoring.

I. INTRODUCTION

In crisis management and disaster response scenarios, accurate people counting and crowd monitoring play a pivotal role in facilitating effective decision-making and ensuring public safety. The ability to precisely assess crowd dynamics, estimate resource requirements, and optimize emergency response efforts is crucial for authorities. However, the task of counting and tracking individuals in large gatherings or chaotic situations has never been an easy one. Traditional techniques, such as surveillance cameras, LiDAR and infrared systems, WiFi and Bluetooth fingerprints, have been extensively utilized but they are now facing challenges due to the recent European General Data Protection Regulation (GDPR) [1] and heightened user privacy concerns by major smart-devices vendors.

This paper focuses on addressing the evolving landscape of people counting and crowd monitoring techniques in light of the GDPR and the need for enhanced privacy protection. Specifically, we consider the approach based on counting WiFi probe requests and we propose an ad-hoc probe request generator which emulates in details real-world behavior patterns observed in our recent work [2]. The traces obtained by our generator can be used as ground truth for counting algorithms, allowing their enhancement and fine tuning.

Furthermore, we present a novel crowd-monitoring technique that effectively utilizes probe request messages in conjunction with Bloom filters. By leveraging the formal deniability property, defined γ-deniabiliy in [3], we demonstrate the preservation of users’ privacy, making our solution GDPR compliant.

In summary, this paper addresses the challenges posed by GDPR and the evolving landscape of user privacy concerns in the context of people counting and crowd-monitoring. We propose a one-of-a-kind probe request generator and a privacy-preserving crowd monitoring technique, based on a novel idea of “anonymization noise”. We aim to contribute to the development of effective solutions that enable accurate monitoring of crowd dynamics while upholding the highest standards of privacy protection.

The rest of the paper is organized as follows. Section II discusses some relevant related work. Section III describes the realistic probe request generator. Section IV presents the Bloom filter system used to store data in a privacy preserving manner. Section V describes our experimental settings to derive some metrics that enable us to validate the proposed generator, and it shows the effectiveness of our solution to infer the trajectory of flows of people. Finally, Section VI draws our conclusions.

II. RELATED WORKS

In the last few years crisis management has underlined an important factor in emergency events: crowd estimation. Indeed, having an estimate of how many people are present in a certain environment and how they are moving, can be very useful to manage in a better way each situation. During the last few years, several techniques have been proposed to address the challenge of people counting. In [4], the authors discuss the problem of people counting in multi-camera surveillance systems. The proposed method combines partial body detection and person re-identification to accurately count the number of people in the overlapping area. Similarly, in [5] the authors explain a system for detecting and counting people using computer vision techniques, focusing on overhead view-based detection. Both the previous articles demonstrated good results, but, on the other hand, techniques leveraging video camera have several problems. First of all, the high hardware cost due to the high resource-computation demand required, secondly, outdoor scenarios are very challenging due to light variations and in presence of large density of people; finally, recording and storing face detection is subject to privacy issues. Furthermore, recent works [6], [7] exploited the use of LiDAR sensors, which compared to video camera techniques solve the privacy issues, but still the hardware cost and the environment use case remain a problem. Conversely, the
works in [8] and [9] analyze the use of WiFi probe request messages as a method to monitor crowds in various scenarios by collecting WiFi fingerprints of mobile devices. Solutions that leverage such messages can be used in both indoor and outdoor scenarios, they require low-budget equipment, low computational requirements, and can tackle privacy issues. At the same time, WiFi fingerprints have some drawbacks, primarily related to the lack of ground truth data, needing to test and fine-tune counting algorithms.

Regarding the recent advancements in terms of European regulations, the GDPR [1] heavily restricts the storage and handling of sensitive data. As mentioned earlier, mobile devices emit frequent probe request messages, containing information (such as the MAC address), useful for device identification and monitoring. MAC addresses are classified as personal data by the GDPR, for this reason, they must be subject to privacy protection mechanisms [10]. Several solutions have been presented in the literature to address this issue, including [11], [12]. Both of these solutions address the privacy problems by leveraging Bloom filters to store MAC addresses information and by using an asymmetric homomorphic encryption system, applied to the Bloom filter data. The homomorphic encryption preserves the possibility of computing intersection between different Bloom filters, allowing the computation of crowd flow trajectories.

As demonstrated in [3], Bloom filters can be used to preserve privacy of stored data, but to achieve a formal level of anonymity required by the GDPR they require some minimum number of data insertions. In few words, few inserted data do not guarantee anonymity. This observation is not considered in [11], [12], thus their proposed solutions become valid only for enough large crowd. Furthermore, [3] introduces two fundamental concepts for anonymity protection: $\gamma$-deniability and $\gamma$-$K$-anonymity. The first property tells us that an element stored in the Bloom filter is deniable if it can be replaced by other elements not originally inserted into the filter without changing the Bloom filter bitmap. The second property extends the first by stating that an element in a Bloom filter is $\gamma$-$K$-anonymous if the element can be "covered", with a probability of $\gamma$, by $K - 1$ other elements not originally inserted into the filter. We will exploit the concept of $\gamma$-deniability, which is nicely tailored to GDPR requirements, in Section IV.

Our work differs from the prior art as we focused on creating a probe requests generator addressing the lack of datasets with the related ground truth data. Moreover, we analyzed and proposed a GDPR-compliant solution to store users’ sensitive data allowing at the same time the use of people counting and crowd estimation algorithms.

III. REALISTIC GENERATOR OF PROBE REQUEST TRACES

To properly design a realistic probe request generator, we started by understanding the probe request behaviour, how their sending process is implemented by different device vendors in current generation smartphones, and how the user interaction with the device itself influences the sending of probe request messages. We sum up all the work done in [2]. Starting from the learned knowledge, we created a state-machine probe request generator, as the one in Figure 1, to have tunable traces as ground truth, where it would be possible to vary the number of devices and their models as desired and then validate counting algorithms.

It is noteworthy to highlight that upon powering on a device, it is once again turned off. During the Locked, Awake, and Active states, the device has the capability to enter a transient state called "send burst", wherein it emits a burst and subsequently returns to its previous state. In [2] we underlined how each smartphone has a different way of acting in probe request sending, depending on vendor implementation and user interaction with the device. For this reason, we decided to extract and save for each device the following metrics:

- whether a randomized MAC address is used;
- number of packets inside a burst (burst length);
- 802.11 VHT capabilities;
- 802.11 Extended capabilities;
- 802.11 HT capabilities;
- time between packets inside the same burst (inter-packet time);
- time between different bursts (inter-burst time).

![Fig. 1: State-machine probe requests generator diagram](image-url)
Since 2014, device vendors have been implementing MAC address randomization to protect user privacy [13]. Coherently, in our past study [2], we observed MAC randomization, especially for more recent devices. Based on our findings, we opted to utilize a fully randomized MAC address, except for the observed devices where only the second half of the MAC address is modified while retaining the first 3 bytes (i.e., the OUI). Moreover, in order to generate random MAC addresses, we set the global/local bit (the second-least-significant bit in the first byte) to 1 and we randomly choose all the other values. Regarding the VHT and Extended capabilities, as well as burst length, inter-packet time, and burst rate statistics, we created a database of value-probability pairs, divided for each device state (i.e., locked, awake, and active), coherently with what observed in [2]. The state machine is realized as a scheduling queue, where each event has its starting time, and the queue is ordered based on that time. The events that are handled inside the generator are the following:

- **CreateDevice**: event that creates a new object of type Device. The initial phase of the device is decided with an experimentally chosen probability distribution. The same event is responsible for the creation of other related events, such as **DeleteDevice**, **ChangePhase**, **CreateBurst**, and **CreateDevice**. To decide which vendor and model of the device to create with the latter event, we referred to [14].
- **DeleteDevice**: an event that deletes the device object and all the events associated with it that are in the queue, if any.
- **ChangePhase**: event that chooses the next device phase, based on the current one and on the aforementioned probabilistic distribution. Then we schedule the events **ChangePhase** and **CreateBurst**.
- **CreateBurst**: event that creates several events of type **SendPacket** according to the device’s probabilistic distribution of the burst length value.
- **SendPacket**: event that contains the built probe request packet and saves it to the output .pcap file.

In order to maintain a consistent presence of a specific number of devices within the simulated environment, it is possible to configure two parameters in the simulator: the average number of devices and the duration of their presence in the area. To set the proper arrival rate of new devices, we adopted the well-known Little’s Formula:

\[ L = \lambda W \]  

where \( L \) represents the average number of customers in a system (i.e., devices in the area) at any given time, \( \lambda \) represents the average arrival rate of customers into the system (i.e., arrival rate of new devices) and \( W \) represents the average time a customer spends in the system (i.e., duration of device presence). Following this law, we can compute \( \lambda \) and schedule the arrival of the next device according to a Poisson process, while maintaining a given average number of devices in our generator.

An open-source implementation of the complete probe request generator has been made accessible to the research community\(^1\), facilitating the effortless and practical generation of new datasets.

### IV. BLOOM FILTERS FOR PEOPLE COUNTING

We decided to leverage Bloom filters for people counting and crowd monitoring. However, we faced two primary challenges: ensuring privacy preservation and enabling the identification of people’s movement patterns.

In order to provide some background, we remind that a Bloom filter is a probabilistic data structure used to represent a set of elements. It is implemented using an array of bits \( BF \subseteq \{0,1\}^m \) of length \( m \) and \( k \) independent hash functions \( H_1...H_k \), that maps an input \( x \) to one of the \( m \) bits of the bit array. Let \( BF[i] \) be the \( i \)th bit of \( BF \). Initially, all bits are set to 0. To insert an element \( x \) into the Bloom filter, the \( k \) hash functions are applied to \( x \), and the bits of \( BF \) corresponding to the generated positions from the hash functions are set to 1:

\[ BF[H_i(x)] = 1 \quad \forall i = 1, \ldots, m \] (2)

In order to verify if an element is present in the Bloom filter, the element is hashed through to the same \( k \) functions, and the output is compared to the current values of the corresponding bits in \( BF \). If the 1s in the output match the corresponding bits in \( BF \) (i.e., both are set to 1), the element is considered “probably present” in the Bloom filter. However, if even a single bit in the match is set to 0, the element is considered definitely not present in the Bloom filter. It is important to notice that a Bloom filter can potentially provide false positives, meaning that it may mistakenly indicate that an element is present even if it is not. However, it does not provide false negatives, meaning that it cannot mistakenly.

\(^1\) https://github.com/riccardo-rusca/ProbeRequestGenerator

![Fig. 2: \(\gamma\)-deniability value in relation to the number of inserted MAC addresses.](image)
indicate that an element is not present when it actually is. Based on the available memory $m$, it is possible to compute the optimal value of $k$ such that a given value of probability of false positive is achieved.

We now describe how Bloom filters can be used to preserve anonymity, as proposed in [3]. Before going further, we need to introduce some definitions, still derived from [3]:

- Set $S \subseteq U$ of elements stored in the Bloom filter from an universe $U$.
- Bloom filter $BF(S)$ storing $S$.
- Hiding set: $V = \{v_i\}$ is defined as hiding set for $BF(S)$ if it contains all the elements $v_i \in U$ such that $v$ is not stored in $BF(S)$ (i.e., $v_i \notin S$) and a query for $v_i$ returns true, i.e., present in $BF(S)$.
- Deniable: An element $x \in S$ inserted in $BF(S)$ is defined deniable if $\forall i \in \{1 \ldots k\}$ it exists at least one hiding set element $v \in V$ for which $\exists j \in \{1 \ldots k\}$ such that $H_j(x) = H_j(v)$. In other words, an element is deniable if it can be replaced by another element not inserted in the Bloom filter without changing the bitmap.
- $\gamma$-deniability: A $BF(S)$ is $\gamma$-deniable whenever a randomly chosen element $x \in S$ is deniable with probability $\gamma$.

In order to manage the privacy concern in accordance with the General Data Protection Regulation [1], we propose to employ $\gamma$-deniability property as proposed in [3], specifically with $\gamma = 1$ to ensure that all the elements in the Bloom filters (i.e., the stored MAC addresses) are deniable.

As shown in [3], given a Bloom filter it is possible to compute $\gamma$ for the level of $\gamma$-deniability according to:

$$\gamma(BF(S)) = \left(1 - \exp\left(-\frac{hk}{m(1 - e^{-nk/m})}\right)\right)^k$$

where $n$ is the number of stored elements in the Bloom filter, and $h = (|U| - n)(1 - e^{-nk/m})^k$ is the average hiding set cardinality and $|U|$ is $2^{48} \approx 2.8 \times 10^{14}$.

Figure 2 shows the level of deniability after inserting $n$ MAC addresses, according to (3), for $m = 10,000$ bits and $k = 7$ hash functions. It can be shown that the chosen value of $k$ is the optimal one minimizing the probability of false positive when $n = 1,000$ elements are stored. From the figure, it can be seen that after 30 insertions in the Bloom filter, the value of $\gamma$ reaches 1, thus providing the certainty that there will be always at least one element belonging to the hiding set that can be used to deny an element inserted in the Bloom filter.

We thus propose to define an anonymization noise composed of $n_{\text{min}}$ elements randomly generated to be inserted into the Bloom filter as soon as it is instantiated. In the scenario of Figure 2, $n_{\text{min}} = 30$. This will provide the ability to guarantee 1-deniability and thus ensure the anonymity of the data from the first insertion of a MAC address into the Bloom filter.

Consider now the scenario in which many WiFi counting sensors are located in a large area, and each sensor stored the MAC addresses in a local Bloom filter. By knowing the common MAC addresses between different Bloom filters, it is possible to identify the people’s movement patterns. Fortunately, it is to possible to compute approximately the intersection of different Bloom filters by computing a bitwise AND operation between Bloom filters. To estimate the number of elements present in the intersection as accurately as possible, we compared two formulas. Assume to have two Bloom filters $BF_1$ and $BF_2$. Let $BF_3 = BF_1 \text{ AND } BF_2$ be their intersection. Let $t_k$ be the number of ones in the Bloom filter $k$: $t_k = \sum_{i=1}^{m} BF_3[i]$. The simplest way to estimate the number of MAC addresses in $BF_3$ is to apply the following formula, well known [15]:

$$c_1 = -\frac{m}{k} \ln \left(1 - \frac{t_k}{m}\right)$$

but it is approximated due to the way $BF_3$ is obtained.

A more accurate formula for the intersection $BF_3$ was shown in [16]:

$$c_2 = \ln \left(\frac{m - t_3 \times m - t_3 \times t_3}{m - t_1 - t_2 + t_3} \right) - \ln(m) - \frac{t_3}{k \times \ln(1 - \frac{t_3}{m})}$$

V. NUMERICAL EVALUATION

We first present in Sec. V-A the results validating our realistic probe request generator, then in Sec. V-B we investigate the most accurate way to estimate crowd trajectories.
### A. Generator of realistic probe request traces

The experiments done with the generator of realistic probe request traces are based on a series of simulations, each one producing an output trace with a fixed duration in terms of simulated time. We report in Figure 3 the results relative to a single device, the Apple iPhone 11. Each simulation is performed in a closed environment, where only the device considered “working” is active in our generator, any other device is added during the entire simulation. The objective of the generator is to emulate the real traces with a device’s behavior that follows the real one, for this reason, in order to validate the probe request traces generated, we compared several metrics extracted from the real traces (derived from [2]) and the simulated ones.

Figure 3 shows the main statistics relative to only one simulation instance. With three different color bands, we represent the different phases in which the device is sending probe request at a certain time, the yellow band refers to the Locked phase, the green band to the Awake phase, and the purple band to the Active phase. The entire simulation lasts 40 minutes and in each graph, we considered an observation window of 30 seconds. Notably, it took less than 6 seconds to generate the whole trace, showing the scalability of the proposed approach.

From the top down, the first plot shows the number of packets generated in the observation window. Compliant with the real traces and the results shown in [2], within the Locked phase, the device tends to send more packets at the beginning than at the end, on the other hand within the Awake and Active phases the number of packets generated increases. The second plot shows the time between packets inside the same burst, called henceforth InterPacketTime. It can be shown that the zero values refer to the burst with one packet only. The fourth plot shows the number of packets per burst. Finally, the last plot represents the time between the first packet in the next burst, called henceforth InterBurstTime. Once again both the results obtained from the generated traces of the last two plots are perfectly following the real traces.

To extend our validation, we decided to generate more traces from our generator and extract, for each of the five metrics described in Figure 3, the mean and the coefficient of variation evaluated among all the simulations. Moreover, we compared the simulated values with the real values extracted from the real probe request traces of the considered device. We sum up all the results in Tables II, III, and IV, reporting the comparison evaluated among all the simulations. Moreover, we compared the simulated values with the real values extracted from the real probe request traces of the considered device. We sum up all the results in Tables II, III, and IV, reporting the comparison between the real trace metrics and the simulated ones, for three different phases. Four simulations have been done with

### TABLE II: Locked phase for Apple iPhone 11: (mean, coefficient of variation)

<table>
<thead>
<tr>
<th>Metric</th>
<th>Real</th>
<th>Simulation 1</th>
<th>Simulation 2</th>
<th>Simulation 3</th>
<th>Simulation 4</th>
</tr>
</thead>
<tbody>
<tr>
<td>Packets [occurrences]</td>
<td>(3.11, 2.52)</td>
<td>(3.42, 1.33)</td>
<td>(3.32, 1.36)</td>
<td>(3.29, 1.29)</td>
<td>(3.25, 1.34)</td>
</tr>
<tr>
<td>Inter packet time [ns]</td>
<td>(20.38, 0.02)</td>
<td>(20.0, 0.0)</td>
<td>(20.0, 0.0)</td>
<td>(20.0, 0.0)</td>
<td>(20.0, 0.0)</td>
</tr>
<tr>
<td>Burst length [ms]</td>
<td>(16.3, 0.52)</td>
<td>(16.73, 0.44)</td>
<td>(16.5, 0.46)</td>
<td>(16.76, 0.44)</td>
<td>(16.85, 0.43)</td>
</tr>
<tr>
<td>Packets per burst [occurrences]</td>
<td>(1.38, 0.23)</td>
<td>(1.84, 0.2)</td>
<td>(1.83, 0.21)</td>
<td>(1.84, 0.2)</td>
<td>(1.84, 0.2)</td>
</tr>
<tr>
<td>Inter burst time [s]</td>
<td>(16.49, 1.62)</td>
<td>(16.07, 1.59)</td>
<td>(16.48, 1.57)</td>
<td>(16.74, 1.56)</td>
<td>(17.01, 1.55)</td>
</tr>
</tbody>
</table>

### TABLE III: Awake phase Apple iPhone 11: (mean, coefficient of variation)

<table>
<thead>
<tr>
<th>Metric</th>
<th>Real</th>
<th>Simulation 1</th>
<th>Simulation 2</th>
<th>Simulation 3</th>
<th>Simulation 4</th>
</tr>
</thead>
<tbody>
<tr>
<td>Packets [occurrences]</td>
<td>(7.54, 1.46)</td>
<td>(7.46, 1.15)</td>
<td>(7.74, 1.18)</td>
<td>(7.79, 1.13)</td>
<td>(7.42, 1.17)</td>
</tr>
<tr>
<td>Inter packet time [ns]</td>
<td>(20.33, 0.02)</td>
<td>(20.0, 0.0)</td>
<td>(20.0, 0.0)</td>
<td>(20.0, 0.0)</td>
<td>(20.0, 0.0)</td>
</tr>
<tr>
<td>Burst length [ms]</td>
<td>(17.94, 0.37)</td>
<td>(16.68, 0.45)</td>
<td>(16.55, 0.46)</td>
<td>(16.66, 0.45)</td>
<td>(16.5, 0.46)</td>
</tr>
<tr>
<td>Packets per burst [occurrences]</td>
<td>(1.38, 0.17)</td>
<td>(1.83, 0.2)</td>
<td>(1.83, 0.21)</td>
<td>(1.85, 0.2)</td>
<td>(1.85, 0.21)</td>
</tr>
<tr>
<td>Inter burst time [s]</td>
<td>(7.15, 2.32)</td>
<td>(7.35, 2.26)</td>
<td>(7.56, 2.33)</td>
<td>(7.04, 2.3)</td>
<td>(7.36, 2.27)</td>
</tr>
</tbody>
</table>

### TABLE IV: Active phase Apple iPhone 11: (mean, coefficient of variation)

<table>
<thead>
<tr>
<th>Metric</th>
<th>Real</th>
<th>Simulation 1</th>
<th>Simulation 2</th>
<th>Simulation 3</th>
<th>Simulation 4</th>
</tr>
</thead>
<tbody>
<tr>
<td>Packets [occurrences]</td>
<td>(11.16, 1.06)</td>
<td>(10.47, 0.89)</td>
<td>(10.85, 0.91)</td>
<td>(10.87, 0.89)</td>
<td>(10.71, 0.85)</td>
</tr>
<tr>
<td>Inter packet time [ns]</td>
<td>(20.27, 0.02)</td>
<td>(20.0, 0.0)</td>
<td>(20.0, 0.0)</td>
<td>(20.0, 0.0)</td>
<td>(20.0, 0.0)</td>
</tr>
<tr>
<td>Burst length [ms]</td>
<td>(16.6, 0.47)</td>
<td>(16.4, 0.47)</td>
<td>(16.85, 0.43)</td>
<td>(16.62, 0.45)</td>
<td>(16.61, 0.45)</td>
</tr>
<tr>
<td>Packets per burst [occurrences]</td>
<td>(1.82, 0.21)</td>
<td>(1.82, 0.21)</td>
<td>(1.84, 0.20)</td>
<td>(1.85, 0.2)</td>
<td>(1.85, 0.21)</td>
</tr>
<tr>
<td>Inter burst time [s]</td>
<td>(4.01, 2.41)</td>
<td>(5.2, 2.39)</td>
<td>(5.08, 2.42)</td>
<td>(5.03, 2.38)</td>
<td>(5.11, 2.27)</td>
</tr>
</tbody>
</table>

A. Generator of realistic probe request traces

and it can be seen that simulate very well the real behavior (it is worth mentioning that the zero values refer to the burst with one packet only). The fourth plot shows the number of packets per burst. Finally, the last plot represents the time between the capture of the last packet of a burst and the capture of the first packet in the next burst, called henceforth InterBurstTime. Once again both the results obtained from the generated traces of the last two plots are perfectly following the real traces.

To extend our validation, we decided to generate more traces from our generator and extract, for each of the five metrics described in Figure 3, the mean and the coefficient of variation evaluated among all the simulations. Moreover, we compared the simulated values with the real values extracted from the real probe request traces of the considered device. We sum up all the results in Tables II, III, and IV, reporting the comparison between the real trace metrics and the simulated ones, for three different phases. Four simulations have been done with

![Fig. 4: Relative error of the estimators $c_1$ and $c_2$ to evaluate the number of people moving from one scanner to the other.](image-url)
a simulated time equal to three hours, one hour per phase. With these long simulations, we were able to show that the first two moments of the simulated behavior of the device is matching very well the real behavior of the device. This is thanks to an internal procedure of the simulator which generates the messages according to the empirical distributions measured in the real traces.

B. Evaluation of crowd trajectories

We run some simulated experiments in which we took two Bloom filters, \( BF_1 \) and \( BF_2 \), with 10,000 bit each, and \( k = 7 \) hash functions. We generated 500 distinct MAC address and inserted each of the Bloom filters, to model the background presence of devices which appear individually in each Bloom filter, corresponding to people that passed just under one WiFi scanner. To model people moving from one scanner to another, we added one by one a common MAC address in both \( BF_1 \) and \( BF_2 \). Then, after each insertion, we computed the intersection in \( BF_3 \) and used (4) for \( c_1 \) and (5) for \( c_2 \) to estimate the number of common MAC addresses in the two Bloom filters, which correspond to the people moving from the area around one scanner to the area around the other one.

Figure 4 shows the relative error after the insertion of the MAC address of the people moving from one scanner to the other. The relative error of \( c_1 \) appears to be very large for small number of stored MAC addresses, and becomes acceptable (\(< 100\%\)) only for more than 100 MAC addresses are stored. Instead, the relative error of \( c_2 \) is very small also for few stored MAC addresses. This is not surprising, since coherent with [16], but highlights a different tradeoff between accuracy, complexity and privacy to compute the number of MAC addresses in the intersection of \( BF_1 \) and \( BF_2 \). Indeed, (4) requires only to know the number of ones in \( BF_3 \), whereas (5) (even if very accurate) requires to know the number of ones in \( BF_1 \), \( BF_2 \) and \( BF_3 \) in the same server. Thus, the two solutions have different levels of adaptability to a given architecture, being either centralized or distributed. We leave for future work the exploration of the best tradeoff between accuracy, implementation complexity and privacy-preserving architectures.

VI. CONCLUSIONS

We designed a WiFi traffic generator emulating with high accuracy the behavior of real devices in generating the probe request messages. The generator is able to create realistic traffic traces lasting tens of minutes in few seconds for a single device. It is possible to generate any given set of devices at the same time, allowing to emulate the behavior of a large number of devices (also hundreds). This achievement has some practical relevance since it allows to create a ground truth scenario in which the number of devices is known a priori and on which it is possible to test the accuracy of different counting algorithms based on Probe Requests.

Furthermore, we exploited Bloom filter to preserve privacy guaranteeing the 1-deniability property thanks to the introduction of anonymization noise, for which we provided the methodology to set it properly. We also evaluated the effect of different formulas, taken from the literature, to estimate the number of people moving from one WiFi scanner to another, when the corresponding MAC addresses are stored in privacy preserving Bloom filters.

Both contributions provide the ground to design new counting algorithms able to cope with MAC randomization and with privacy concerns.
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