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ABSTRACT
Internet of Things systems are complex to develop. They are required to exhibit various features and run across several environments. Software developers have to deal with this heterogeneity both when configuring the development and execution environments and when writing the code. Meanwhile, computational notebooks have been gaining prominence due to their capability to consolidate text, executable code, and visualizations in a single document. Although they are mainly used in the field of data science, the characteristics of such notebooks could make them suitable to support the development of IoT systems as well. This work proposes an IoT-tailored literate computing approach in the form of a computational notebook. We present a use case of a typical IoT system involving several interconnected components and describe the implementation of a computational notebook as a tool to support its development. Finally, we point out the opportunities and limitations of this approach.
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Introduction and Background

Internet of Things (IoT) systems are characterized by a set of common architectural elements, namely: devices, gateways, cloud services, and applications [8]. Devices are hardware to collect sensor data (sensing devices) or perform actions (acting devices). Gateways collect, preprocess, and forward the data coming from the devices to the cloud, as well as the requests coming from the cloud to the acting devices. The cloud manages the devices, acquires and stores the data, and provides real-time and/or offline data analytics. Applications vary from web-based dashboards to domain-specific web and mobile applications [9].

However, the implementation of these IoT systems is complex [2], as it requires an unusually broad spectrum of development technologies and skills [9] and involves several programming languages along with their corresponding development and execution environments (which, in turn, depend on the concerned architectural element, its expected usage, and the available computing resources). Against this backdrop, it would be desirable for IoT programmers to rely on interactive documentation that enables them to edit and share textual explanations, as well as executable code, dependencies, and terminal commands, so that the implementation process facilitates, both when writing the code and when configuring the development and execution environments.

Literate programming originates in 1984 from a paper by Donald Knuth. It suggests software developers that “instead of imagining that our main task is to instruct a computer what to do, let us concentrate rather on explaining to human beings what we want a computer to do” [5]. In line with this proposal, literate computing tools such as computational notebooks have emerged. They are designed to support the construction and sharing of computational narratives by enabling data analysts to arrange code, visualizations, and text in a computational narrative [4, 7].

These literate computing tools are based on cells, each of which contains rich text or code that can be executed to compute results or generate visualizations. These cells are linearly arranged but can be reorganized, reshuffled, and executed in any order. Moreover, programmers can pick and choose which code cells they would like to edit and run [3]. Notwithstanding, notebooks also have limitations: (i) saving application states is difficult, limiting the ability to develop applications from within a notebook, (ii) real-time collaboration is, at best, limited to text editing, and (iii) the behavior of a notebook cannot be reprogrammed or extended from within, limiting its expressive power [3].

Taking into account the IoT software development scenario and the literate computing tools landscape, we aim at proposing an IoT-tailored literate computing approach to support students and novices in the development process of several, interconnected components of an IoT system. This
goal includes the implementation of an IoT notebook in line with the requirements of IoT systems and the evaluation of the usefulness of such an approach. The implementation of heterogeneous IoT components is intended to be captured into a single document where executable code is surrounded by textual explanations and real-time visualizations. Textual explanations in the form of documentation, indeed, demonstrated to be particularly important for IoT systems developers [10]. In this paper, we aim at answering, through a use case, to what extent literate computing tools, given their characteristics, represent a feasible approach to support the IoT systems development, mainly with prototyping and experimenting purposes.

USE CASE

To assess the feasibility of our proposal, we present a use case consisting of an IoT system that involves the four aforementioned architectural elements. This use case was chosen from the final projects of a university course where undergraduate students worked in groups developing IoT systems [1]. The project is called Emergency Quest and aims at improving the quality of life for people living with mild dementia or Alzheimer while granting them greater autonomy and allowing their caregivers to be aware of their situation. Through a wearable device, the system could monitor the stress levels, location, and activities performed by the patient. If the system detects, via the accelerometers of the bracelet, that the patient becomes agitated, it will react trying to calm her down through the deployment of a relaxing setup that includes music and lighting. Additionally, if the patient abandons a certain area, the system would react and warn her caregivers by delivering notifications on their smartphones. Technically speaking, as illustrated in Fig. 1, this system uses a Fitbit Flex 2 Activity Tracker (sensing device) to monitor the heart rate, location, and activities performed by the patient. Later, this information is gathered by a Raspberry Pi 3 Model B+ (gateway) that determines if the patient becomes agitated and connects with the Philips Hue Lighting System (acting device) and the Sonos One Wireless Speaker (acting device) to deploy the relaxing setup, as well as with the Amazon Simple Notification Service (cloud) to generate and deliver a push notification through a mobile application in the caregivers smartphone (application).

The implementation of this system implies the use of various languages (namely, Java, Python, and SQL queries), the deployment of a software component that keeps executing on the single-board computer, the installation of several dependencies needed for the development of the features (i.e., the AWS, Fitbit, and Philips Hue SDKs), and the interaction with third-party APIs.

Upon these characteristics, we explored the computational notebook landscape to identify the most suitable tools currently available to satisfy them. Concretely, we decided to use Project Jupyter by taking in consideration that: (i) it is currently one of the most widely used platforms [7]; (ii) it is open-source and relies on open standards; (iii) it can be deployed locally; and (iv) it supports several programming languages. These characteristics make Jupyter notebooks suitable for being extended
or customized. This analysis leads to the development of an IoT notebook, that besides the features of the current computational notebooks, must enable additional features (Sidebar 1). Hereafter, a preliminary version of such an IoT notebook, whose UI is depicted in Fig. 3, is described in the context of the depicted use case.

THE “EMERGENCY QUEST” IOT NOTEBOOK

The architecture of the prototypical system is based on executing the notebook on top of the Docker engine (Fig 2). This container wraps up software and its dependencies into a standardized unit for software development that includes everything it needs to run: code, runtime, system tools, and libraries. In our scenario, Docker helps to avoid environment inconsistencies that could take place when running the code snippets of the notebook in different execution environments.

Once defined the deployment environment, the identified requirements were satisfied in this manner:

Multiple languages: we chose the Jupyter interactive computing environment along with BeakerX, a collection of kernels and extensions that provide polyglot programming support: multiple languages in the same notebook [6]. Besides the traditional languages supported by Jupyter, BeakerX adds support for Groovy, Scala, Clojure, Kotlin, Java, and SQL.

Execution on external devices: The Docker container engine is suitable to be deployed on a Raspberry Pi. Therefore, our strategy for this initial evaluation of the IoT Notebook approach consists of taking advantage of the Docker features to seamlessly execute portions of the notebook across various devices. However, it requires to install and deploy Decker in the Raspberry Pi.

Always-on nature: since the Jupyter notebook provide full support for system shells, the code snippets that had to keep running were embedded into scripts and run as terminal commands.

Dependencies management: the dependencies installation was easily achieved thanks to the Jupyter support for system shells. For this initial prototype, the most practical way to define the precedence and compulsory nature of some code snippets was through the textual cells, by indicating in the narrative the need to run the code snippets in a given order.

Data visualization: the data gathered from third-party services was parsed and visualized using Python scripts.

The prototypical system was able to successfully implement the Emergency Quest use case. Specifically, the integration between services and remote platforms were achieved in this way:

• The integration with the Amazon Simple Notification Service was achieved through the use of the AWS Command Line Interface by running system shell instructions from our notebook.
• The integration with the Fitbit API was possible due to the support that BeakerX provides for JVM and several code snippets implementing the OAuth authentication mechanism were developed. Finally, the data gathered from the API was displayed in the notebook.

• The integration with the Philips Hue hub was achieved through various Python code snippets. All of these code snippets are surrounded by text cells with the description and the explanation of the code.

DISCUSSION AND FUTURE WORK

Current computational notebooks along with the software stack described in the previous section enable to partially satisfy the requirements identified for an IoT notebook. However, special attention should be paid on how to execute the code snippets on external devices (such as single-board computers) that may be connected wirelessly or physically to the developer’s computer. While installing the notebook inside a container and executing it directly on the Raspberry Pi board (as in the prototypical IoT notebook) is a feasible alternative, a smoother technical implementation should be provided so that code snippets can be automatically and remotely executed across several devices, being them Docker-able or not, as it is common in the IoT scenario. This is part of the ongoing work.

Moreover, although the precedence, order, and dependencies among the snippets can be expressed through explanations on the text cells, it would be desirable to have elements in the graphical interface that enable users to set the compulsory execution order of the snippets and their dependencies.

Finally, as future work we will consider:

1. A more in-depth assessment of the benefits and limitations of a computational narrative in the context of IoT software development and prototyping, with the involvement of multiple IoT novice developers.

2. The exploration of various alternatives in the implementation of IoT notebooks. For instance, the advantages that reactive notebooks might bring, particularly to track dependencies between cells and automatically determine when to re-run them if something change.

3. The identification of the scenarios and conditions under which literate computing can be effectively used for prototyping a complex IoT system, e.g., how to handle multi-file projects.

CONCLUSION

The use of computational notebooks is mainly tied to the data science field. However, given the purpose of these computational notebooks and the characteristics of IoT systems, in this paper, we proposed a literate computing approach to support their implementation and deployment. To assess the feasibility of this proposal with the current computational notebooks, we developed a use case with an IoT system that consisted of four architectural elements: devices, gateways, cloud, and applications.
Through this use case, we identified the opportunities that computational notebooks provide, as well as the limitations that should be addressed by an IoT-tailored computational notebook. Moreover, we presented a prototypical IoT notebook that implements such a use case, and we depicted opportunities and limitations.
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