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Abstract—This paper presents a simulation-based testbed for the study of collision detection in vehicular networks. We combine the Omnet++ discrete-event simulator with the SUMO mobility simulator and the SimuLTE framework, in order to study an intersection scenario where the road-side unit also integrates a collision detector. Through this set of tools, we are able to simulate the exchange of cooperative awareness messages (CAMs) and collision alerts, and evaluate the timeliness with which the latter are received.

I. INTRODUCTION

Safety is a prominent class of applications of vehicular networks; indeed, in 2015 road accidents accounted for over 35,000 deaths in the United States alone [1], and over one million worldwide [2]. Among the safety applications that have been envisioned by ETSI and SAE, collision detection is one of the most significant. Vehicles periodically [3] (and anonymously [4]) report their position, direction and speed to a detector, by sending a cooperative awareness message (CAM). CAM messages coming from different vehicles are then combined together by a collision detector, in charge of determining whether any two vehicles are set on a collision course, and, if so, it alerts their drivers.

Collision detection is especially important in conditions of low visibility, e.g., due to the presence of obstacles like buildings that prevent drivers from timely realizing the danger. The importance and relevance of collision detection has been acknowledged by transportation regulators: as recently as December 2016, the U.S. Department of Transportation (DOT) published a Notice of Proposed Rulemaking (NPRM) for vehicular communications [5]. The document proposed to establish a new Federal Motor Vehicle Safety Standard (FMVSS), No. 150, to make vehicular networking technology compulsory, with 50% of newly-made vehicles equipped with such a technology in 2018, 75% in 2019, and 100% in 2020.

CAM and collision alert messages can be transmitted through two main technologies: 802.11p/DSRC and LTE. Our high-level goal is to compare these two alternatives from the viewpoint of both latency (i.e., how long it takes to detect a collision and alert the involved drivers) and reliability (e.g., the fraction of CAMs and alerts that get lost due to collisions or interference). In this paper, we present the simulation testbed we will use to this end, along with our reference collision detection algorithm.

II. SCENARIO AND SIMULATION TOOLS

We simulate the simple scenario detailed in Fig. 1, where different types of vehicles, e.g., cars and motorbikes, have to traverse a crossing, that can be regulated by a semaphore. Depending on the technology used, the RSU is an LTE eNodeB or an 802.11p access point. The chosen technology also impacts the location of the collision detector: with 802.11p, it can be integrated with the RSU; if LTE is adopted, it must be connected to the packet gateway (PGW) of the cellular network. The latter issue can be targeted through the so-called multi-access edge computing (MEC) paradigm, by integrating a virtualized packet core (vEPC) within eNodeBs and allowing collision detectors to be located therein.

The simulator we selected is Omnet++ [6], a popular, open-source, discrete-event simulator. More specifically, we use the SimuLTE-Veins distribution [7], where Omnet++ is combined with:

- the SUMO mobility simulator [8];
Algorithm 1 Collision detection

Require: $x_0, v, B$

1: $C \leftarrow \emptyset$
2: $\vec{x}(t) \leftarrow \vec{x}_0 + \vec{v}t$
3: for all $b \in B$ do
4: $\vec{x}^b(t) \leftarrow \vec{x}^b_0 + \vec{v}^b \cdot t$
5: $\vec{d}(t) \leftarrow \vec{x}(t) - \vec{x}^b(t)$
6: $D(t) := |\vec{d}(t)|^2 \leftarrow (\vec{v} - \vec{v}^b) \cdot (\vec{v} - \vec{v}^b)t^2 + 2\vec{x}_0 \cdot \vec{x}^b_0 - 2\vec{x}_0 \cdot \vec{v}^b t + (\vec{x}_0 - \vec{x}^b_0) \cdot (\vec{x}_0 - \vec{x}^b_0)$
7: $t^* := t : \frac{d}{dt} D(t) = 0 \leftarrow \frac{-(\vec{x}_0 - \vec{x}^b_0) \cdot (\vec{v} - \vec{v}^b)}{|\vec{v} - \vec{v}^b|^2}$
8: if $t^* < 0$ then
9: continue
10: $d^* \leftarrow \sqrt{D(t^*)}$
11: if $d^* \leq d_{\text{min}}$ then
12: $C \leftarrow C \cup \{b\}$
return $C$

- the Veins framework [9], allowing SUMO and Omnet++ to interact with each other;
- the SimuLTE framework [10], adding LTE support to Omnet++.

We use this machinery to simulate three cases, namely:
- the baseline case, where no communication happens;
- the case where the 802.11p technology is used to transmit CAM messages and collision alerts;
- the case when LTE is used for the same purpose.

As mentioned earlier, our main metric of interest is delay. Specifically, we are interested in assessing whether collision alerts are issued and received by the interested vehicles in time for their driver to act upon them. Considering typical reaction and braking times, an alert received at least one second before the collision can be considered timely.

III. THE COLLISION DETECTION ALGORITHM

The algorithm, which is based on [11], takes as input the position and speed of the current vehicle (Line 0), respectively identified by vectors $\vec{x}_0$ and $\vec{v}$, as well as the previous CAMs in $B$. We start by initializing the set $C$ of vehicles, with which the current vehicle will collide, to the empty set (Line 1), and we compute how the position of the current vehicle will change over time (Line 2). Then, for every vehicle that generated a CAM $b \in B$ recently received by the detector, we compute its position over time (Line 4) and the difference $\vec{d}(t)$ between the positions of such vehicle and the current vehicle (Line 5). The scalar $D(t) := |\vec{d}(t)|^2$, computed in Line 6, represents the square of the distance over time. We are interested in the minimum value that this quantity will take over time; to this end, in Line 7 we compute the time $t^*$ at which $D(t)$ will take its minimum value. If $t^* < 0$, then the vehicles are actually getting farther apart and no action is required (Line 8).

Otherwise, in Line 10 we compute the minimum distance $d^*$ to the two vehicles will be at; if such a value is lower than a threshold value $d_{\text{min}}$ (Line 11), then we need to send an alert, and thus add $b$ to $C$ (note that $b$ essentially identifies the vehicle which sent the CAM).

In summary, Alg. 1 returns the set $C$ of vehicles with which the current vehicle is set to collide. This set (along with additional information such as the time of collision) is transmitted back to the vehicles that sent the CAMs included in $C$. The vehicles will therefore alert their drivers or, if appropriate, directly take action, e.g., brake before the collision happens.

IV. NEXT STEPS

Although running a complete vehicular simulation as described above is a nontrivial accomplishment in itself, we have a long way to go before we can provide a comprehensive performance evaluation of vehicular collision detection. A first step we plan to make is deriving network delay results for both the 802.11p and LTE cases. In the latter case, we are also interested in how much delay is incurred within the EPC, or the vEPC network if MEC is applied. These results will be present in the final version of our poster.

A second area we are planning to improve in is the collision detection algorithm itself. Indeed, the algorithm we discussed in Sec. III is very general, but also fairly simplistic. In particular, it does not account for vehicles that may (or will) change their direction in the future, e.g., have already signaled the intention of turning at a crossing. This can cause both false positives and false negatives, and can be addressed by providing more complete input data to the detection algorithm.
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