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On How Novices Approach Programming Exercises Before and During Coding

JUAN PABLO SÁENZ, Politecnico di Torino, Italy

LUIGI DE RUSSIS, Politecnico di Torino, Italy

Various tools and approaches are available to support undergraduate students learning to program. Most of them concentrate on the
code and aim to ease the visualization of data structures or guide the debugging. However, in undergraduate introductory courses,
students are typically given exercises in the form of a natural language problem. Deriving a correct solution largely depends on the
problem-solving strategy they adopt rather than on their proficiency in dealing with the syntax and semantics of the code. Indeed,
they face various challenges (apart from the coding), such as identifying the relevant information, stating the algorithmic steps to
solve it, breaking it into smaller parts, and evaluating the implemented solution. To our knowledge, almost no attention has been
paid to supporting such problem-solving strategies before and during the coding. This paper reports an interview and a sketching
exercise with 10 participants exploring how the novices approach the programming exercises from a problem-solving perspective and
how they imagine a tool to support their cognitive process. Findings show that students intuitively perform various actions over the
exercise text, and they would appreciate having support from the development environment. Accordingly, based on these findings, we
provide implications for designing tools to support problem-solving strategies.
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1 INTRODUCTION AND BACKGROUND

Programming demands problem-solving skills that go well beyond the knowledge of the language syntax and se-
mantics [17, 23]. It concerns the iterative process of refining mental representations of computational problems and
solutions and expressing those representations as code [16]. Indeed, the benefits of learning to program should result
in problem-solving skills useful in diverse domains. From a broader Computational Thinking (CT) perspective, pro-
gramming and coding are meant to foster analytical thinking helpful in solving complex real-world—not necessarily
computational—problems [14].

In practice, in introductory programming courses at university level, undergraduate students are typically given
exercises in the form of a problem written in natural language; and they must implement a solution expressed as a
computer program. The first challenges novices face do not concern just the coding but the application of problem-
solving skills such as: identifying the relevant information, stating the algorithmic steps to solve it, breaking it into

Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not
made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for components
of this work owned by others than ACM must be honored. Abstracting with credit is permitted. To copy otherwise, or republish, to post on servers or to
redistribute to lists, requires prior specific permission and/or a fee. Request permissions from permissions@acm.org.
© 2022 Association for Computing Machinery.
Manuscript submitted to ACM

1

https://doi.org/10.1145/nnnnnnn.nnnnnnn


CHI ’22, April 30–May 6, 2022, New Orleans, LA Sáenz, et al.

smaller parts, and evaluating the implemented solution [3, 10, 30]. They often struggle in understanding the task and
decomposing the problem [15, 25].

Nevertheless, introductory courses typically do not teach about the cognitive aspects of programming, includ-
ing problem-solving strategies and programming practices [16], and neither the development environments explic-
itly support those aspects. Consequently, when solving programming exercises, novices usually lack metacognitive
awareness—the ability to think about and reflect on their problem-solving process—and fail to make progress to a
working solution [22]. What is worse, some novices come to consider that spending time planning is indicative of lower
programming intelligence [9] even though planning is widely documented as a good practice [8].

The number of tools, languages, and environments used in computing education has proliferated in the last few
years [19]. Nevertheless, traditional IDEs treat code as the primary artifact [1]. The IDEs for novice beginners principally
consist of: visualization tools that make the data structures and the code execution visible, e.g., [24, 28]; graphical
programming tools that enable to drag and drop the code to build programs without making syntax errors, e.g., [29];
automated assessment systems that can automatically grade students’ code and provide immediate feedback, e.g., [2, 12,
21]; or tools for supporting debug by providing enhanced error messages, e.g., [4, 7]. However, less attention has been
paid to supporting problem-solving strategies, even though they are closely tied to Computational Thinking and are
crucial for deriving a correct solution [18].

This paper explores how the novices approach the programming exercises from a problem-solving perspective and
how they imagine a tool to support their cognitive process. To that end, we report an interview and a co-design and
sketching exercise with 10 participants. Findings show that beginners intuitively perform various actions over the
exercise text, and they would appreciate having support from the development environment. Accordingly, based on
these findings, we provide implications for designing a tool to support problem-solving strategies before and during the
coding.

2 USER STUDY

We conducted an interview and a co-design and sketching exercise with ten novice programmers. The goal was to
understand, directly from the users’ perspective, how they approach programming exercises analysis and comprehension,
even before writing the first line of code, and during the coding, and how theywould imagine a tool targeted at supporting
that problem-solving step. The goals of this observation were to (i) identify the problem-solving strategies commonly
used by the novices to analyze and understand the programming exercises problem text; (ii) recognize the problem-
solving strategies adopted to structure and map that text requirements into code; (iii) comprehend how do the novices
cope with the difficulties they find during the implementation of the solution.

2.1 Method

2.1.1 Participants. We recruited participants among the former university students of the last version of an introductory
programming course. The course comprises a theoretical and a practical part. The practical part consists of an hour and
a half-long lab, during which students are given a set of exercises where they can put into practice what they have
studied in the theoretical part. Due to the COVID-19 pandemic, that version of the course was held entirely remotely
using the Zoom video conferencing software, and the communication with the professor and the teaching assistants
was managed using the Slack platform. Python is the chosen programming language.

The invitations to participate were sent by mail and through messages on the course’s Slack channel. To minimize
selection bias, all the participants had already completed the course by the recruiting time, meaning that the answers
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(which, in any case, were anonymous) would not have any repercussion on their final grade. Our final sample included
8 participants who self-identified as male and 2 participants who self-identified as female, with an average age of
19.30 years (SD = 0.46). All participants currently live in Italy, and the study was conducted in Italian. Additionally, a
brief questionnaire was applied to the participants before the interview to gather demographic data and information
concerning the course’s students’ performance. The male/female ratio was 80/20, compared to the 69.2/30.8 reported by
the university for its first-year bachelor students in 2020-2021. Similarly, the average age of participants was 19.3 years,
compared to 19.5 years reported by the university. Finally, the middle grade on the final exam was 27.7/30, compared to
the 25.9/30 average for the analyzed course in the 2020-2021 edition.

2.1.2 Procedure. The participants completed a two-part study session: an interview, and a co-design and sketching
exercise. Both sessions were conducted online, on Zoom, in the spring of 2021. On average, each study session lasted 21
m 01 s (SD = 5 m 0 s).

Interview In the first part, we conducted a semi-structured interview to understand, in as much detail as possible,
how students approach the programming exercises text before starting coding. To that end, the participants were
asked to complete an introductory questionnaire. By using a Likert scale, the introductory questionnaire aimed
at exploring:
• Which strategies do the students adopt to understand the text? In particular, are they prone to draw flow
diagrams, graphically represent the data structures, or manually trace the variable values throughout the
program execution?

• What is the students’ modus operandi while coding? Do they consult the problem text, the notes they wrote
next to the text, or the diagrams they drew? Do they read and implement a section of the text before coding
the next one?

• Which difficulties do the students find? Do they find it challenging to understand the meaning of the text,
identify the keywords or relevant information, map the text requirements to a code construct, determine
which data structure to use, choosing the correct algorithm and solution strategy?

• How do the students tend to solve text comprehension problems? By searching online, taking a look at
the course notes, comparing with the classmates, addressing the questions to the professor or the teaching
assistant?

Then, upon their responses, the participants were asked to deepen their answers. They were encouraged to
provide qualitative justifications and specific anecdotes to supplement their scores. Additionally, they were
asked to reflect on the positive and negative aspects of each one’s approach to face the programming exercises.
Data were audio-recorded, transcribed, and subject to qualitative thematic analysis [5] for commonly recurring
themes.

Co-design and sketching exercise Once completed the interview, we conducted a co-design and sketching
activity to elicit, directly from the participants’ perspective, how they imagined a tool that would help them solve
the programming exercises. However, this activity focused on the understanding, interpretation, and abstraction
of the programming problem text to map it into code. The sketch did not have to be very elaborate but to evidence
its components.

3



CHI ’22, April 30–May 6, 2022, New Orleans, LA Sáenz, et al.

3 RESULTS

3.1 Interview

Through a qualitative thematic analysis, we derived four main themes from our user study: (i) the code-focused
assessment and time constraints, (ii) the relevancy of identifying, choosing, and manipulating the data structures, (iii)
the approach to ask and search for advice and solve punctual doubts, and (iv) the strategies to structure the coding of
the solution.

3.1.1 Code-focused assessment and time constraints. Time constraints are a notable factor that significantly influences
the problem-solving strategies adopted by the novices. Although most of them reported being conscious of the benefits
that a deep analysis of the text, a preliminary sketch of the code structure, and the data structures might bring, the time
constraints during the labs and the exam prevent them from completing these problem-solving steps. Indeed, some
participants acknowledged that they could clearly recognize a logical process and code it straightforwardly when they
devoted time to reflect on their solution strategy before implementing it. For instance, P6 and P4 said:

“At the beginning of the course, I was able to complete the labs on time. Then, I began to work them at home,

before the lab, because I was not being able to complete all the programming exercises during the given time.”

(P6)

“By devoting some time, in the beginning, to analyze the text and identify the requirements, I never find

myself in the situation of realizing that I have to restart from scratch the code that I had already implemented.

Instead, I can modify the code very easily with this approach. However, this way of proceeding seems very

slow to me, and I have the sensation of being wasting time.” (P4)

Consistent with the literature [9], the implementation steps different from coding are regarded as time-consuming
(in the best case) or time-wasting for a few participants:

“When I analyze the exercise before starting to code, I make fewer mistakes, and the logic process is clear.

However, I lose time.” (P7)

While the assessment focuses exclusively on the code, all the other artifacts that the students might have produced,
which account for their underlying reasoning, remain ignored. Nevertheless, although all the evaluation is typically
based on the code, several implementation decisions can not be inferred from it. In fact, in some cases, participants
try to embrace a problem-solving strategy when starting to solve the problem. Nevertheless, when they notice that
some amount of time has passed and no code has been produced, they adopt a try-error approach. In our opinion,
there is a need for a tool able to make more comprehensive artifacts that can account for the design decisions and the
reasoning behind the resulting code. Our findings suggest that the decision to start coding without devoting time to the
text analysis does not stem from the lack of awareness on the good practices but due to the impression that artifacts
different from code do not produce value.

3.1.2 Identifying, choosing, and manipulating the data structures. Data structures seem to be a primary concern among
most of the participants, specifically, choosing the proper data structure to satisfy the problem requirements. The
primary outcome that students expect to get from the text analysis is identifying the needed data structures. The data
structure determines the design of the algorithms and, in a broader sense, the overall implementation strategy. In this
regard, in an attempt to understand if a given structure might work, some participants represent it graphically on a
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piece of paper to simulate how it would behave: which data would be stored; how that data would change during the
program execution; and how the algorithms can access the data.

“I implement the algorithms imagining the data structures that fill up. At the exam, I draw them on a piece of

card” (P8). “I do not usually do graphical schemes. Occasionally I did them when dealing with complex list

manipulation exercises.” (P9).

Therefore, for instance, if the data structure were a two-dimensional array, participants drew a table and inserted
the corresponding data chunk within the cells. To some extent, this practice represents a manual debug process of
the chosen data for an algorithm. Additionally, the drawing of the data structure was also made before sketching the
algorithms to analyze if the data could fit on it. As approached by previous research [11, 20, 27], providing graphical
resources to represent their structure, data, and behavior was identified as a promising alternative:

“I read the text and highlight the key points to understand which data structures to use. Additionally, I

comment on the code concerning complex data structures. I write why I have created them and which data

they contain. In this manner, I do not forget my choices and explain them to others (...) sometimes I draw the

data structures.” (P1)

“In the second read, I highlight keywords, associate data structures to the text, and set up the pseudo-code”

(P2). “I read the text, decompose it into subproblems, and I aim at understanding the proper data structures

to use. Additionally, I draw them (the data structures) with the values that they store during the program

execution.” (P6)

Nevertheless, although the students were introduced to Python Tutor1, they found it helpful to draw the structures
by hand on a piece of paper, probably because they can freely sketch various data structures without thinking about the
code.

3.1.3 Asking and searching for advice and solving punctual doubts. While students search online to check syntax, they
turn to the professor to check their reasoning. Concerning the reasoning, participants are not very prone to search
online: they find it difficult to search in English; the amount of information they find is vast; it does not usually solve
their specific doubts.

“If I cannot solve it by myself, I take a look at the cheat sheet given by the professor. I do not usually search

online; it is difficult to search in English and translate the answers commonly written in very technical English.

I turn to my colleagues mainly for the code; I turn to the professor or the teaching assistant for clarifications

regarding the understanding of the text and for advice on where to start and how to address the problem.” (P7)

We have also found that they might be influenced to use, by default, the code constructs and data structures studied
in the last part of the course. For instance, during the course’s final exam, the proposed exercise could be easily solved
using a two-dimensional rectangular array. However, since the last data structure studied was the linked lists, all the
students used them, although they were more challenging to manipulate. Additionally, we determined that during the
labs, the students regularly get back to their notes, the course slides, and previous exercises to get inspiration on how
to proceed.

“At first, I try to solve exercises by myself, and if I take too long, I tend to ask my colleagues by sharing with

them the code, or I send the code to the professor to understand if they are due to a wrong reasoning.” (P3)

1https://pythontutor.com/
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“I usually refer to my notes and the course slides to find algorithms or code constructs that I had not considered

in my solution. I do not search on the internet: it is too vast for me. With some colleagues, I discuss the data

structure and algorithms choice, with some others, I compare the syntax and the resulting code.” (P8)

3.1.4 Strategies to structure the coding of the solution. Various participants reported structuring their implementation
around empty functions defined at the beginning of the coding. In this approach, they first decompose the problem
posed by the programming exercise into a set of subproblems. Then, produce a list of candidate functions typically
associated with a subproblem. After that, they write just the function headers with their parameters. Later, in the main
function, the empty functions are invoked to define their execution order, and finally, they proceed to implement each
function. According to their experience, this approach allows getting more clarity of the logical process behind the
resolution strategy:

“I decompose the text into empty functions. Then I start to implement them.” (P4)

“I first write the main, then the functions. When I have finished implementing a function, I link it to the main

(by invoking it) and check if it works.” (P6)

“When I worked on the exercises, I started by writing the comments, then the main, and finally the functions.

The comments on each function helped me explain what they did and clarify complex chunks of code.” (P2)

The participants have constantly mentioned pseudocoding to reflect on and structure their solution. Although this
pseudocoding accounts for the students’ reasoning process, it is not considered in the evaluation of the exercises and the
exams. All the assessment focuses on the code and is based on one artifact: code. Consequently, other artifacts students
have produced to foster their understanding (diagrams, pseudocode, annotations, drawings) remain ignored. From our
perspective, the code-centric way of evaluating novice programmers discourages them from adopting problem-solving
strategies and devoting time to analyze the text.

“I follow a bottom-up approach in which I start writing the simplest functions (...) When I have already

prepared the pseudocode, I write the empty functions, and then I start to fill them in order from the simplest to

the most complex ones.” (P4)

3.2 Co-design and sketching exercise

(a) (b) (c)

Fig. 1. Some graphical interfaces proposed by the participants
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As can be observed in Figure 1, all the participants sketched a graphical user interface indicating the features
they would like to find in a tool for helping them to solve programming exercises. First of all, participants proposed
integrating the text of the programming exercises directly in the IDE. In this manner, providing a holistic view of the
statement and the code aimed at solving it would help programmers not lose sight of the requirements and specificities
of the exercise and, consequently, take consistent implementation decisions. Various participants try to emulate this
arrangement, whether by copying and pasting the programming exercise text into the IDE as a comment or by opening
two windows side by side on the screen: one with the IDE and the other with the PDF of the exercise text.

They have also suggested introducing a feature to highlight and comment text fragments over the programming
exercise text. Indeed, they have proposed various formatting options, both on the exercise text and the code. In this
manner, the font’s color and style could help to give conceptual meaning to specific pieces of the exercise statement.
Adding comments to the text was also mentioned as a feature. Similar to integrating the exercise text into the IDE,
these suggestions aim to support, within the development environment, the already adopted novices’ tactics.

They would also appreciate some guidance on the choice of the data structure, specifically by listing the available
ones with brief documentation on how and when to use them. In the same vein, P3 suggested an automatical refactoring
feature that detects when the code might be incomprehensible to others (e.g., very long or overlapping conditionals,
unnecessary nested loops) and suggests replacements, similar to writing assistants that review spelling, grammar, and
engagement.

On the other hand, P4 proposed having an area to set the inputs and expected outputs apart. This way, the programmer
is expected to structure her code as steps that drive him from the initial information to achieving the specified outcomes.
This alternative would be somehow similar to computational notebooks. However, in the context of introductory
programming, we must consider that the code solutions do not necessarily have (and not usually do) to follow such
linear and incremental order. Additionally, although several programming exercises provide sample input and output,
that information cannot be taken for granted.

4 IMPLICATIONS FOR DESIGN

Stemming from the findings that emerged from the study, we propose the following implications for designing a tool
aimed at supporting novice programmers, from a problem-solving perspective, before and during the coding.

Supporting artifacts different from code. As mentioned before, time is a significant concern. The use of problem-solving
strategies highly depends on the available time. However, in our opinion, which gives rise to the time concerns is
the perception that the final code is the only artifact that will account for the solution of the programming problem.
Consequently, novices do not devote time doing diagrams, highlighting the text, structuring the possible solution
around pseudocode, or commenting on the programming exercise text. Instead, students feel the impulse to start writing
code immediately, even if they do not plan to complete the problem, because at least they will get some points for
the chunk of code they could produce. This observation is consistent with the literature. Particularly with Carbone
et al. [6], who stated that initially, students wanted to understand the problem at hand; however, once this became
an excessively time-consuming activity with limited success, students opted for strategies that limited their learning
instead of reevaluating their plan of attack. Due to the above, we envision a tool that must enable, other than writing
the code, creating and capturing complementary artifacts that account for the reasoning behind the final code. In
particular, given its wide use, we would propose a feature to create blocks of pseudocode linkable to code fragments.
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This way, students can efficiently structure their implementation without worrying from the beginning about the
syntax’s specificities, and after having completed their solution, the pseudocode blocks would enrich the code.

Integrate and link the programming exercise text to the code constructs. As the majority of the participants stated,
they keep the exercise text next to the code. This way, they could constantly re-read the text, check that their code
is consistent with the requirements, and associate their data structure and algorithmic decisions to a piece of given
information. Furthermore, as shown in Figure 1, in the graphical interfaces that they proposed, the text is placed next to
the code. Nevertheless, this feature goes beyond merely arranging the components. The design implication would be to
visually enable the student to link text fragments to code pieces and comment on those associations. In this commenting
and annotations concern, the work by Adeli et al. [1] provides a working basis. Additionally, this approach contributes
to identifying the necessary algorithmic steps to complete the solution and breaking up the programming exercise into
smaller pieces.

Support the choice of the algorithms and the data structure. Various participants commented during the interview that
their main challenges when facing the programming exercises were to identify which data structure to use and the
proper algorithm accordingly. Similarly, in the co-design and sketching exercise, an area of contextual documentation
was proposed to suggest, based on the code written by the student, a possible data structure, information on how to use
such data structure, documentation on the available code constructs, or a code completion feature with the skeleton
of a specific data structure or code construct. One of the participants pointed out that the documentation and the
autocompletion feature are available in several IDEs. Indeed, after the decomposition and structuration of the problem,
understanding the data structures is perceived as particularly challenging [13, 26].

Formatting and commenting features for the text and the code. The interview let us determine that when analyzing the
exercise, the most common tactic among the students was to highlight the keywords or the critical text fragments. In
various cases, students use different colors to distinguish the semantics of the highlighted fragment, whether it defines
the set of functions to be declared, the data structure, and the algorithmic approach. Consequently, formatting the text in
different ways (e.g., highlighting, underlining, bolding, or adding comments) is vital to support the text analysis. In this
manner, if the text is integrated into an IDE, the formatting options would help students carry their text analysis directly
on the development environment and easily link it to the executable code. Furthermore, after completing the exercise,
the tool will be able to save a trace of how the novices approached the text and how they mapped the textual information
written in natural language into code. This feature aligns with our emphasis on capturing the problem-solving strategies
adopted by the students by diversifying the artifacts from solving the programming exercises.

5 CONCLUSIONS

Getting proficient in programming demands problem-solving skills. While most of the available approaches focus on
code-centric activities, less attention is paid to supporting novices’ cognitive processes. This paper explores how novice
programmers approach the programming exercises from a problem-solving perspective. In this vein, we conducted an
interview and a co-design and sketching exercise with 10 first-year undergraduate students. Findings show that novices
intuitively perform various actions over the exercise text, such as decomposing the problem and highlighting key points.
They would appreciate having support from the development environment to link the programming exercise text to the
code or a guide in choosing the data structures. Future work concerns the implementation of tools based upon the
results and their assessment with the students in the context of introductory programming courses.
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